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| **CLASS DIAGRAMS** | **Class Flow Description** |
| Class: Journal  Attributes:   * \_currentDate: DateTime * \_filename: string * \_p: Prompts * \_m: Menu * \_e: Entry   Behaviors   * LoadFromFile(): void * SaveToFile(): void * GetFilename(): string * BuildNewEntry(): void * DisplayMenu(): int   Class: Menu  Attributes:   * \_option1: string * \_option2: string * \_option3: string * \_option4: string * \_option5: string * \_validOptions: List * \_menuOption: int * \_menu: List   Class: Entry  Attributes:   * \_localEntries: List * \_prompt: string * \_response: string   Class Prompts  Attribtues:   * \_prompt1: string * \_prompt2: string * \_prompt3: string * \_prompt4: string * \_prompt5: string * \_prompt6: string * \_prompt7: string * \_prompt8: string * \_randomIndex: List * \_prompt: List | Journal (Main Class)  -> Menu (Creates Menu Instance)  ->Holds menu options and the selection the user made.  ->Keeps a valid list of options to check against. Used to determine if something is out of range.  -> Entry (Creates Entry Instance)  ->Stores all entries made by the user in a list.  ->Stores the prompt (stored in Prompt instance)  ->Stores the Response made by the user.  ->Stores all entries loaded in from file.  ->All entries made by user are appended to loaded intries.  ->Prompts (Creates Prompt Instance)  ->Stores all predefined prompts.  ->Creates a single list comprised of all the prompts. Journal randomly selects from this list and then removes that prompt to avoid duplication.  ->Stores the randomIndex used to randomly select a prompt from the list. |
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# From Team Activity Session:

**Review the Program Specification**

Refer to the [Journal program specification](https://byui-cse.github.io/cse210-course-2023/unit02/develop.html). As a team, review the program requirements and how it is supposed to work.

1. What does the program do?
   * Provide a text menu. Number selects menu option
     + Write - #1
       - Selects from random prompts and displays to user
       - Takes input from user.
     + Display - #2
       - Display what's been written.
       - Shows
         * Date, prompt given and response
         * Shows all entries in the journal
     + Load - #3
       - Prompts user for a filename
       - Loads the file
         * Allows "display" option to show everything in that file.
         * Allows further "write" entries to append to the file.
     + Save - #4
       - Prompts user for a filename
       - Save to a file.
     + Quit - #5
       - Quit the program
2. What user inputs does it have?
   * Menu option (typed number of which menu option) (integer)
   * Answers to the journal prompts (string) - #1
   * Filename to load (string) - #3
   * Filename to save (string) - #4
3. What output does it produce?
   * Menu
   * Prompts for journal questions - #1
   * Display of all journal entries in memory (loaded from textfile + entries not yet saved) - #2
   * Prompt for filename to load. - #3
   * Prompt for filename to save. - #4
4. How does the program end?
   * User typing #5 from menu.

**Determine the classes**

The first step in designing a program like this is to think about the classes you will need. When thinking about classes, it is often helpful to consider the strong nouns in the program description.

1. What are good candidates for classes in this program?
2. What are the primary responsibilities of each class?
   * **Journal** (collection of prompts + Entries)
     + store all timestamps, prompts & entries from textfile (if loaded)
     + Return all timestamps, prompts & entries from textfile + entries given by user not yet saved to file. (used to display back to user)
   * **Prompt** (random prompts)
     + Random selection of prompt
     + Return selected prompt (for Display)
     + Store pre-defined prompts
   * **Entry** (user entries/responses to random prompts)
     + Collect journal entries.
     + Get Date

**Define class behaviors**

Now that you have decided on the classes, you will need and their responsibilities, the next step is to define the **behaviors (functions)** of these classes. These will become methods for the class.

Go through each of your classes and ask:

1. What are the behaviors this class will have in order to fulfill its responsibilities? (In other words, what things should this class do?)
   * **Journal:**
     + Add Entry
     + Get Entries
     + Save to File
     + Load from File
     + Display back Entries
   * **Prompt:**
     + Return random selection of stored prompts
   * **Entry:**
     + ~~Collect User Name (optional)~~
     + Collect Date
     + Collect Prompt
     + Collect user Response
     + Build Entry (Date, Prompt, Response)
     + Display back Entries

**Define class attributes**

Now that you have defined the classes, their responsibilities, and their behaviors, the next step is to determine what **attributes (variables)** the class should have, or what variables it needs to store.

Go through each of your classes and ask:

1. What attributes does this class need to fulfill its behaviors? (In other words, what variables should this class store?)
2. What are the data types of these member variables?
   * **Journal:**
     + \_entries: list
     + \_filename: string
   * **Prompt:**
     + \_prompts: list
   * **Entry:**
     + \_username: string
     + \_date: string
     + \_prompt: string
     + \_userResponse: string